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# Описание используемого инструмента, NuSMV

NuSMV – это инструмент для тестирования моделей, который широко используется для проверки корректности конечных автоматических систем. Он применяется в основном для верификации аппаратного обеспечения, программного обеспечения и протоколов связи. Является расширением SMV (Symbolic Model Verifier), основанном на принципе BDD (Behavior-driven development, дословно «разработка через поведение»).

Язык SMV обеспечивает модульное иерархическое описание и определение повторно используемых компонентов. Поскольку NuSMV предназначен для описания конечных автоматов, единственными типами данных в языке являются конечные, то есть логические, скалярные, битовые векторы и фиксированные массивы базовых типов данных. NuSMV позволяет моделировать асинхронные системы, конечные автоматы и протоколы, а затем выполняет анализ модели, чтобы найти возможные ошибки, например, зацикливание (deadlock). Он генерирует отчеты, указывающие на найденные ошибки и предоставляющие контрпримеры (counter examples), которые демонстрируют, как система достигла неверного состояния.

Являющийся модификацией языка модели проверки SMV, NuSMV предоставляет некоторые дополнительные функции. В дополнение к обычному пакетному режиму SMV, NuSMV предоставляет оболочку текстового взаимодействия. Через оболочку пользователь может активировать различные этапы вычисления NuSMV в виде системных команд с различными параметрами. Эти этапы вычислений могут быть вызваны отдельно и, возможно, отменены. Специализированные процедуры NuSMV позволяют проверять инварианты, то есть формулы, которые должны быть единообразными на модели, на лету во время анализа достижимости. Также, модель может быть разделена конъюнктивно и дизъюнктивно. Разделы могут быть проверены и (для конъюнктивного случая) упорядочены в соответствии с эвристикой. Ещё одна дополнительная функция, доступная в NuSMV, – это проверка модели LTL, которая выполняется путем сокращения до проверки модели CTL в соответствии с алгоритмом. Спецификация LTL автоматически преобразуется в таблицу, которая затем используется для расширения модели в синхронном продукте. Результат обеспечивается проверкой истинности формулы CTL в расширенной модели.

NuSMV имеет открытый исходный код, благодаря чему разрабатывается и поддерживается активным сообществом. Он предоставляет гибкую и мощную платформу для формального анализа систем, а также интегрируется с другими инструментами и методологиями верификации.

В данной работе используется NuSMV версии 2.6.0 для Windows.

# Описание разработанной системы

Представленная в файле «metro\_sim.SMV» система описывает движение поезда метро со станции на станцию в двух режимах – с посадкой и без посадки (разгрузкой). У поезда автоматизировано открытие и закрытие дверей, пассажиры на станции могут садиться или сходить с поезда, сам поезд чередует своё положение на станции и в туннеле.

По приезде на станцию в режиме с посадкой, поезд открывает ранее закрытые двери. При открытых дверях, с него сначала сходят пассажиры (если поезд изначально не пуст), после чего пассажиры в него заходят. Как только движение пассажиров заканчивается, двери поезда закрываются. Закончивший пребывание на станции в установленном режиме поезд уезжает в туннель.

По приезде на станцию в режиме без посадки, поезд может не открывать двери. Однако, если поезд не пуст, ему необходимо выгрузить пассажиров. В таком случае двери обязательно открываются. Пассажиры начинают сходить с поезда, а значит он впоследствии оказывается пуст. Как только это происходит, двери поезда закрываются. Закончивший пребывание на станции в установленном режиме поезд уезжает в туннель.

Для наглядности работы оба этих режима чередуются на каждой следующей станции.

Таким образом, сформулируем задействованные модули:

|  |  |
| --- | --- |
| Модуль | Принимаемые значения |
| Пассажиры | Бездействуют  Входят  Выходят |
| Наполненность поезда | С пассажирами  Пустой |
| Положение поезда | Не на станции  На станции |
| Двери поезда | Закрыты  Открыты |
| Режим поезда | Для погрузки  Без погрузки  Конец погрузки |

Реализуем данные модули в формате SMV:

|  |
| --- |
| MODULE train\_location(train\_boarding\_status, train\_doors\_status, train\_fullness\_status)  VAR  train\_location\_status : {on\_station, not\_on\_station};  …  MODULE train\_boarding(train\_doors\_status, passengers\_status, train\_location\_status)  VAR  train\_boarding\_status : {for\_boarding, no\_boarding, finish\_boarding};  …  MODULE train\_doors(train\_boarding\_status, train\_location\_status, passengers\_status, train\_fullness\_status)  VAR  train\_doors\_status : {closed, open};  …  MODULE passengers(train\_doors\_status, train\_location\_status, train\_boarding\_status, train\_fullness\_status)  VAR  passengers\_status : {entering, exiting, idle};  …  MODULE train\_fullness(passengers\_status, train\_boarding\_status)  VAR  train\_fullness\_status : {empty, has\_passengers};  … |

Опишем условия, при которых будут приниматься значения переменных в приведённых модулях. Ниже приведены отрывки полученных условий, к которым приведены соответствующие комментарии.

|  |
| --- |
| …  ASSIGN  init(train\_location\_status) := not\_on\_station;  **-- Дефолтно поезд едет в туннеле**  next(train\_location\_status) := case  train\_location\_status = not\_on\_station : on\_station;  **-- ЕСЛИ не на станции => на станции**  train\_location\_status = on\_station & ((train\_boarding\_status = no\_boarding & train\_fullness\_status = empty) | train\_boarding\_status = finish\_boarding) & train\_doors\_status = closed : not\_on\_station;  **-- ЕСЛИ на станции И ((без погрузки И пустой) ИЛИ конец погрузки) И закрыты => не на станции**  TRUE : train\_location\_status;  esac;  …  ASSIGN  init(train\_boarding\_status) := for\_boarding;  **-- Дефолтно на поезд будет совершаться посадка пассажиров**  next(train\_boarding\_status) := case  train\_boarding\_status = for\_boarding & train\_doors\_status = open & passengers\_status = idle: finish\_boarding;  **-- ЕСЛИ для погрузки И открыты И бездействуют => конец погрузки**  train\_boarding\_status = finish\_boarding & train\_location\_status = not\_on\_station : no\_boarding;  **-- ЕСЛИ конец погрузки И не на станции => без погрузки**  train\_boarding\_status = no\_boarding & train\_location\_status = not\_on\_station : for\_boarding;  **-- ЕСЛИ без погрузки И не на станции => для погрузки**  TRUE : train\_boarding\_status;  esac;  ASSIGN  init(train\_doors\_status) := closed;  **-- Дефолтно двери поезда закрыты**  next(train\_doors\_status) := case  train\_doors\_status = closed & train\_boarding\_status = for\_boarding & train\_location\_status = on\_station : open;  **-- ЕСЛИ закрыты И для погрузки И на станции => открыты**  train\_doors\_status = open & (train\_boarding\_status = finish\_boarding | (train\_boarding\_status = no\_boarding & train\_fullness\_status = empty)) & passengers\_status = idle : closed;  **-- ЕСЛИ открыты И (конец погрузки ИЛИ (без погрузки И пустой)) И бездействуют => закрыты**  train\_doors\_status = closed & train\_location\_status = on\_station & train\_boarding\_status = no\_boarding & train\_fullness\_status = has\_passengers : open;  **-- ЕСЛИ закрыты И на станции И без погрузки И с пассажирами => открыты**  TRUE : train\_doors\_status;  esac;  …  ASSIGN  init(passengers\_status) := idle;  **-- Пассажиры бездействуют, пока не будут иметь возможность погружаться или сходить с поезда**  next(passengers\_status) := case  passengers\_status != idle & (train\_doors\_status = closed | train\_location\_status = not\_on\_station) : idle;  **-- ЕСЛИ НЕ бездействуют и (закрыты ИЛИ не на станции) => бездействуют**  passengers\_status = idle & train\_location\_status = on\_station & train\_boarding\_status = for\_boarding & train\_fullness\_status = has\_passengers & train\_doors\_status = open : exiting;  **-- ЕСЛИ бездействуют И на станции И для погрузки И с пассажирами И открыты => выходят**  (passengers\_status = exiting | train\_fullness\_status = empty) & train\_location\_status = on\_station & train\_doors\_status = open & train\_boarding\_status != no\_boarding: entering;  **-- ЕСЛИ (выходят ИЛИ пустой) И на станции И НЕ без погрузки И открыты => входят**  passengers\_status = entering : idle;  **-- ЕСЛИ входят => бездействуют**  passengers\_status != exiting & train\_doors\_status = open & train\_boarding\_status = no\_boarding & train\_fullness\_status = has\_passengers : exiting;  **-- ЕСЛИ НЕ выходят И открыты И без погрузки И с пассажирами => выходят**  passengers\_status = exiting & train\_fullness\_status = empty : idle;  **-- ЕСЛИ выходят И пустой => бездействуют**  TRUE : passengers\_status;  esac;  …  ASSIGN  init(train\_fullness\_status) := has\_passengers;  **-- Дефолтно поезд не пустой**  next(train\_fullness\_status) := case  train\_fullness\_status = empty & passengers\_status = entering : has\_passengers;  **-- ЕСЛИ пустой И входят => с пассажирами**  train\_fullness\_status = has\_passengers & train\_boarding\_status = no\_boarding & passengers\_status = exiting : empty;  **-- ЕСЛИ без погрузки И с пассажирами И выходят => пустой**  TRUE : train\_fullness\_status;  esac;  … |

# Результаты проверки разработанной системы

Запустим NuSMV 2.6.0. Прочитаем файл с нашей моделью и соберём её. Начальное состояние системы:
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Проведём следующие проверки:

1. Поезд в режиме без посадки не должен покинуть станцию с пассажирами внутри.

![](data:image/png;base64,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)

1. Из пустого поезда не могут выходить пассажиры.
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1. Поезд всегда может находиться в туннеле только на протяжении одного состояния. Нахождение в туннеле два состояния подряд и более не допускаются.
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1. Пассажиры не могут входить или выходить из поезда, когда он находится в туннеле.
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1. Пассажиры не могут входить или выходить из поезда, когда его двери закрыты.
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1. Поезд не может быть в туннеле с открытыми дверями.
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# Выводы

В ходе выполнения курсовой работы был освоен и задействован инструмент NuSMV, при помощи которого была разработана и протестирована модель движения поезда метро. Тестирование подтвердило, что выдвинутые к системе требования и ограничения были реализованы корректно, а работа модели полностью соответствует ожиданиям.

# Список источников

Сайт NuSMV: <https://nusmv.fbk.eu/>

NuSMV 2.6 User Manual: <https://nusmv.fbk.eu/userman/v26/nusmv.pdf>

Обзор средства NuSMV: <https://studizba.com/files/matematicheskie-metody-verifikacii-shem-i/lectures/237461-4.-nusmv-obzor-sredstva..html>

# Приложение. Содержание разработанного SMV файла.

|  |
| --- |
| MODULE train\_location(train\_boarding\_status, train\_doors\_status, train\_fullness\_status)  VAR  train\_location\_status : {on\_station, not\_on\_station};  ASSIGN  init(train\_location\_status) := not\_on\_station;  -- Дефолтно поезд едет в туннеле  next(train\_location\_status) := case  train\_location\_status = not\_on\_station : on\_station;  -- ЕСЛИ не на станции => на станции  train\_location\_status = on\_station & ((train\_boarding\_status = no\_boarding & train\_fullness\_status = empty) | train\_boarding\_status = finish\_boarding) & train\_doors\_status = closed : not\_on\_station;  -- ЕСЛИ на станции И ((без погрузки И пустой) ИЛИ конец погрузки) И закрыты => не на станции  TRUE : train\_location\_status;  esac;  MODULE train\_boarding(train\_doors\_status, passengers\_status, train\_location\_status)  VAR  train\_boarding\_status : {for\_boarding, no\_boarding, finish\_boarding};  ASSIGN  init(train\_boarding\_status) := for\_boarding;  -- Дефолтно на поезд будет совершаться посадка пассажиров  next(train\_boarding\_status) := case  train\_boarding\_status = for\_boarding & train\_doors\_status = open & passengers\_status = idle: finish\_boarding;  -- ЕСЛИ для погрузки И открыты И бездействуют => конец погрузки  train\_boarding\_status = finish\_boarding & train\_location\_status = not\_on\_station : no\_boarding;  -- ЕСЛИ конец погрузки И не на станции => без погрузки  train\_boarding\_status = no\_boarding & train\_location\_status = not\_on\_station : for\_boarding;  -- ЕСЛИ без погрузки И не на станции => для погрузки  TRUE : train\_boarding\_status;  esac;    MODULE train\_doors(train\_boarding\_status, train\_location\_status, passengers\_status, train\_fullness\_status)  VAR  train\_doors\_status : {closed, open};  ASSIGN  init(train\_doors\_status) := closed;  -- Дефолтно двери поезда закрыты  next(train\_doors\_status) := case  train\_doors\_status = closed & train\_boarding\_status = for\_boarding & train\_location\_status = on\_station : open;  -- ЕСЛИ закрыты И для погрузки И на станции => открыты  train\_doors\_status = open & (train\_boarding\_status = finish\_boarding | (train\_boarding\_status = no\_boarding & train\_fullness\_status = empty)) & passengers\_status = idle : closed;  -- ЕСЛИ открыты И (конец погрузки ИЛИ (без погрузки И пустой)) И бездействуют => закрыты  train\_doors\_status = closed & train\_location\_status = on\_station & train\_boarding\_status = no\_boarding & train\_fullness\_status = has\_passengers : open;  -- ЕСЛИ закрыты И на станции И без погрузки И с пассажирами => открыты  TRUE : train\_doors\_status;  esac;    MODULE passengers(train\_doors\_status, train\_location\_status, train\_boarding\_status, train\_fullness\_status)  VAR  passengers\_status : {entering, exiting, idle};  ASSIGN  init(passengers\_status) := idle;  -- Пассажиры бездействуют, пока не будут иметь возможность погружаться или сходить с поезда  next(passengers\_status) := case  passengers\_status != idle & (train\_doors\_status = closed | train\_location\_status = not\_on\_station) : idle;  -- ЕСЛИ закрыты ИЛИ не на станции => бездействуют  passengers\_status = idle & train\_location\_status = on\_station & train\_boarding\_status = for\_boarding & train\_fullness\_status = has\_passengers & train\_doors\_status = open : exiting;  -- ЕСЛИ бездействуют И на станции И для погрузки И с пассажирами И открыты => выходят  (passengers\_status = exiting | train\_fullness\_status = empty) & train\_location\_status = on\_station & train\_doors\_status = open & train\_boarding\_status != no\_boarding: entering;  -- ЕСЛИ (выходят ИЛИ пустой) И на станции И для погрузки И открыты И НЕ без погрузки=> входят  passengers\_status = entering : idle;  -- ЕСЛИ входят И на станции И для погрузки И открыты => бездействуют  passengers\_status != exiting & train\_doors\_status = open & train\_boarding\_status = no\_boarding & train\_fullness\_status = has\_passengers : exiting;  -- ЕСЛИ НЕ выходят И открыты И без погрузки И с пассажирами => выходят  passengers\_status = exiting & train\_fullness\_status = empty : idle;  -- ЕСЛИ выходят И пустой => бездействуют  TRUE : passengers\_status;  esac;  MODULE train\_fullness(passengers\_status, train\_boarding\_status)  VAR  train\_fullness\_status : {empty, has\_passengers};  ASSIGN  init(train\_fullness\_status) := has\_passengers;  -- Дефолтно поезд не пустой  next(train\_fullness\_status) := case  train\_fullness\_status = empty & passengers\_status = entering : has\_passengers;  -- ЕСЛИ входят => с пассажирами  train\_fullness\_status = has\_passengers & train\_boarding\_status = no\_boarding & passengers\_status = exiting : empty;  -- ЕСЛИ без погрузки И с пассажирами И выходят => пустой  TRUE : train\_fullness\_status;  esac;    MODULE main()  VAR  passengers : passengers(train\_doors.train\_doors\_status, train\_location.train\_location\_status, train\_boarding.train\_boarding\_status, train\_fullness.train\_fullness\_status);  train\_fullness : train\_fullness(passengers.passengers\_status, train\_boarding.train\_boarding\_status);  train\_location : train\_location(train\_boarding.train\_boarding\_status, train\_doors.train\_doors\_status, train\_fullness.train\_fullness\_status);  train\_doors : train\_doors(train\_boarding.train\_boarding\_status, train\_location.train\_location\_status, passengers.passengers\_status, train\_fullness.train\_fullness\_status);  train\_boarding : train\_boarding(train\_doors.train\_doors\_status, passengers.passengers\_status, train\_location.train\_location\_status);      -- LTL  -- без посадки не может уехать с пассажирами – не может быть не на станции и с пассажирами  LTLSPEC !(train\_fullness.train\_fullness\_status = has\_passengers & train\_boarding.train\_boarding\_status = no\_boarding & train\_location.train\_location\_status = not\_on\_station & Y (train\_boarding.train\_boarding\_status = no\_boarding & train\_location.train\_location\_status = on\_station))  -- из пустого поезда не могут выходить пассажиры  LTLSPEC !(train\_fullness.train\_fullness\_status = empty & passengers.passengers\_status = exiting & Y (train\_fullness.train\_fullness\_status = empty & passengers.passengers\_status = exiting))  -- CTL  -- Поезд всегда находится не на станции только меньше, чем два состояния подряд  SPEC AG (train\_location.train\_location\_status = not\_on\_station -> AF train\_location.train\_location\_status = on\_station)  -- пассажиры не могут входить или выходить при поезде не на станции  SPEC AG !(passengers.passengers\_status != idle & train\_location.train\_location\_status = not\_on\_station)  -- пассажиры не могут входить или выходить при закрытых дверях  SPEC AG !(passengers.passengers\_status != idle & train\_doors.train\_doors\_status = closed)  -- поезд не может быть не на станции с открытыми дверями  SPEC AG !(train\_location.train\_location\_status = not\_on\_station & train\_doors.train\_doors\_status = open) |